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Abstract. Architectural threat analysis is a pillar of security by design
and is routinely performed in companies. To this day, companies per-
form threat analysis using techniques like STRIDE, where security ex-
perts manually identify and assess security threats. Techniques such as
STRIDE aim towards maximizing the completeness of discovered threats.
This leads to identifying more threats than can be addressed (due to
budget constraints). However, at that point analysts have spent precious
time on low-prioritized threats already, which is inefficient. Therefore,
there is a need for a more efficient use of the allocated resources. Be-
cause secure architectures consider security as a cross-cutting concern,
testing, maintenance and compliance checking provide continuous feed-
back on system state. Automation of architectural analysis can not only
reduce the manual labor, but also cater to late-stage security related
activities. This short paper discusses two recent attempts to automate
architectural threat analysis and discusses their limitations.
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1 Introduction

Security-by-design is a practice within organizations which enables planning for
security in early phases of the product life-cycle. Our experience in the indus-
try reveals that experts have little time and resources available to get the job
done. Designing for security begins with a disciplinary regard to best practices,
security standards [13] [15] [14] [19] and derived security policies. As a result
several secure design notations have emerged in the past [9]. Some of these no-
tations have emerged in the model-driven development domain. A large body
of knowledge has shown that security-design models can be used as a basis for
generating systems and their architectures. If models are extended with secu-
rity semantics, formal signatures can be used to reason around security-related
properties of systems. Security policy enforcement in the model-driven domain
has been researched by Basin et al. [5].

However, as security issues progressed apace with technological and organi-
zational innovations, complementary approaches emerged to strengthening se-
cure design practices. Threat analysis is a method for identifying, analyzing
and prioritizing threats of early software architectural models. STRIDE is most
commonly used to this aim. This method’s systematicity and repetitiveness re-
sults in a so called threat explosion, where too many unimportant threats are
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identified and analyzed [20]. This results in a waste of time for the analyst,
hence there is a need for more focused approaches to emerge. Even though, this
technique is not formalized, a variety of tool support exists (most commonly
used is Microsoft Threat Modeling Tool [1]). Schaad et al. [21] implemented a
tool for light weight semi-automated security analysis of architectural diagrams,
adopting the STRIDE technique. Apart from STRIDE there are other meth-
ods used to perform threat analysis. In particular, we observed a significant
amount of semi-automated approaches for attack-centric methods. Closely re-
lated to goal-oriented requirements engineering methods, architectural analysis
has been studied in the context of automating attack tree [18] [10], graph [22] and
paths [11] generation. Aforementioned approaches aim toward a static architec-
tural analysis, where the implemented solution is not the main focus. For a more
complete list of attack and defense modeling methods, we refer the reader to the
work of Kordy et al. [17]. Complementary to architectural security patterns, so
called problem frames [16] [6] [12] and treat patterns have emerged. Abe et al. [2]
proposed to model negative scenarios (as defined by the CC standard [13]) in a
semi-automated way with threat patterns and use them during business process
modeling.

We continue to describe two recent initiatives to automate architectural anal-
ysis and discuss them briefly.

2 Automated Software Architecture Security Risk
Analysis using Formalized Signatures

Almorsy et al. [4] introduce a risk-centric architectural analysis approach. Their
approach, accompanied by a tool, supports a security risk analysis by means
of formalized signatures of security scenarios and metrics. Authors develop a
prototype software tool using the Eclipse Modeling Framework (EMF), which
takes as input a (sub)set of design, architecture and code level artifacts. Using
formalized signatures defined with the Object Constraint Language (OCL), the
tool is able to identify signature matches in the architectural model. In addition
to formalizing attack scenarios, the prototype tool also formalizes signatures of a
set of security metrics (attack surface, fail securely, compartmentalization, least
privilege, defense in depth, isolation metric). The authors have experimentally
evaluated their approach on several open-source applications which resulted in a
number of discovered flaws and metrics (not shown here), as shown in Figure 1a.
Based on the evaluated signatures for attack scenarios and security metrics, the
authors implement a final trade-off analysis. This makes it possible to compare
the risk levels for several architectural models at a time.

The main disadvantage of the developed approach is that the correctness
of the analysis depends heavily on the formalized signatures. In consequence,
such rules need to be tailored for each system by security experts. What is
more, despite the mention of the possibility to limit the type and quantity of
input artifacts, it seems that in this case, the signatures would not have enough
information to be evaluated. Nevertheless, authors’ evaluation shows promising
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(a) Average precision, recall and F-measure for dis-
covering flaws with OCL signatures.

(b) Detected threats and vulnerabilities related to CWE entries and
supporting rules.

Fig. 1. Presented results from selected papers.

results in reverse engineering and analyzing the architecture of several open
source applications.

3 Automatically Extracting Threats from Extended Data
Flow Diagrams

J. Berger et al. [8] have recently proposed a new approach for an automated
architectural risk analysis. Their work is supported by a tool which automati-
cally extracts architectural vulnerabilities based on an extended DFD (EDFD)
notation and proposes known mitigations. The EDFD contains necessary infor-
mation about the communication channels and asset source/target. The obtained
threat model is created with the use of formalized rules, which are build based
on information obtained from lowering EDFDs to simple graphs. Initially, a se-
curity expert creates a catalog of security-related design patterns. Additionally,
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the expert defines the knowledge base (rules for detecting flaws) and creates an
EDFD schema. Next, the domain expert uses the pattern catalog and creates
an instance of the EDFD schema. Finally, the developed rule checker uses the
predefined rules to find vulnerabilities in the instantiated EDFD and matches
them with known mitigations from vulnerability repositories (CAPEC, CWE).
Evaluation results show that they were indeed able to find certain threats 1b,
however a more sound evaluation approach would be more insightful.

The authors recognize the need to limit the time spent by security experts and
therefore separate the responsibilities to include the expert only when needed.
However, the knowledge base rules are used to discover only cataloged vulner-
abilities, as opposed to finding all possible threats. Moreover, their approach
does not handle threat explosion problem. Because of these reasons, additional
effort by security experts is needed to verify the analysis after the threat model
is built.

4 Discussion and concluding remarks

In this short paper we briefly described and discussed two novel approaches
for automated architectural analysis in the design phase of the SDL. With the
changing trends and architectural styles (such as microservice architectures),
there is a need for an efficient way to model and analyze security in the design
phase. In order to do so, more information needs to be obtained from the ar-
chitectural model (as was shown by J. Berger et al.). However, a large number
of secure design automation approaches are only semi-automated, leaving the
difficult task of finding relevant threats to the analysts. Moreover, the indus-
try is often skeptical with adopting such approaches, as automation can also
be counter-productive, if it steers the analyst in a wrong direction. In addition,
there is a lack of understanding the level of threat granularity (i.e. when does
the analysis stop?). We plan to further investigate the matter, especially in con-
nection with defining rules for compliance checking [3], [7] (feedback loop to the
implemented architecture).
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